1. Create a student table with columns Roll.no, Name, age, marks using pandas and do

the following

a. select top 2 rows

b. filter a data based on some condition with mark&gt;80

c. filter in names first name start with  &#39;N&#39; then remaining

import pandas as pd

s1 = pd.DataFrame({

        'RollNo': ['S1', 'S2', 'S3', 'S4', 'S5'],

         'name': ['Nirmal Fenton', 'Ryder Storey', 'Bryce Jensen', 'Nil Bernal', 'Kwame Morin'],

         'age':[23,56,12,13,14],

        'marks': [20, 210, 190, 222, 30]})
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![](data:image/png;base64,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)

2. Numpy array creation and basic operations, Initialization ,array indexing

import pandas as pd

import numpy as np

#How to create Series with Mutable index

print(pd.Series(np.array([1,2,3,4,5,6,7]), index=['a','b','c','d','e','f','g']))

#Print all the values of the Series by multiplying them by 2.

print(pd.Series(np.array([1,2,3,4,5,6,7]), index=['a','b','c','d','e','f','g'])\*2)

#Print Square of all the values of the series.

print(pd.Series(np.array([1,2,3,4,5,6,7]), index=['a','b','c','d','e','f','g'])\*\*2)

#Addition of two series

print(pd.Series(np.array([1,2,3,4,5,6,7]))+pd.Series(np.array([11,22,33,44,55,66,77])))

3. Using csv file plot a graph by matplotlib library

import matplotlib.pyplot as plt

# initializing the data

x = [10, 20, 30, 40]

y = [20, 25, 35, 55]

# plotting the data

plt.plot(x, y)

plt.show()

# Adding title to the plot

plt.title("Linear graph")

plt.show()

plt.title("Linear graph", fontsize=25, color="green")

plt.show()

# Adding label on the y-axis

plt.ylabel('Y-Axis')

# Adding label on the x-axis

plt.xlabel('X-Axis')

plt.show()

#Setting the limit of y-axis

plt.ylim(0, 80)

# setting the labels of x-axis

plt.xticks(x, labels=["one", "two", "three", "four"])

plt.show()

# Adding legends

plt.legend(["GFG"])

plt.show()

import matplotlib.pyplot as plt

import numpy

# Create figure() objects

# This acts as a container

# for the different plots

fig = plt.figure()

# Generate line graph

x = numpy.arange(0, 1.414\*2, 0.05)

y1 = numpy.sin(x)

y2 = numpy.cos(x)

# Creating two axes

# add\_axes([xmin,ymin,dx,dy])

axes1 = fig.add\_axes([0, 0, 1, 1])

axes1.plot(x, y1)

axes2 = fig.add\_axes([0, 1, 1, 1])

axes2.plot(x, y2)

# Show plot

plt.show()

import matplotlib.pyplot as plt

x  = [1, 2, 3, 4, 5, 6, 7, 8, 9]

y1 = [1, 3, 5, 3, 1, 3, 5, 3, 1]

y2 = [2, 4, 6, 4, 2, 4, 6, 4, 2]

plt.plot(x, y1, label="line L")

plt.plot(x, y2, label="line H")

plt.plot()

plt.xlabel("x axis")

plt.ylabel("y axis")

plt.title("Line Graph Example")

plt.legend()

plt.show()

import matplotlib.pyplot as plt

# Look at index 4 and 6, which demonstrate overlapping cases.

x1 = [1, 3, 4, 5, 6, 7, 9]

y1 = [4, 7, 2, 4, 7, 8, 3]

x2 = [2, 4, 6, 8, 10]

y2 = [5, 6, 2, 6, 2]

# Colors: https://matplotlib.org/api/colors\_api.html

plt.bar(x1, y1, label="Blue Bar", color='b')

plt.bar(x2, y2, label="Green Bar", color='g')

plt.plot()

plt.xlabel("bar number")

plt.ylabel("bar height")

plt.title("Bar Chart Example")

plt.legend()

plt.show()

import matplotlib.pyplot as plt

import numpy as np

# Use numpy to generate a bunch of random data in a bell curve around 5.

n = 5 + np.random.randn(1000)

m = [m for m in range(len(n))]

plt.bar(m, n)

plt.title("Raw Data")

plt.show()

plt.hist(n, bins=20)

plt.title("Histogram")

plt.show()

plt.hist(n, cumulative=True, bins=20)

plt.title("Cumulative Histogram")

plt.show()

import matplotlib.pyplot as plt

x1 = [2, 3, 4]

y1 = [5, 5, 5]

x2 = [1, 2, 3, 4, 5]

y2 = [2, 3, 2, 3, 4]

y3 = [6, 8, 7, 8, 7]

# Markers: https://matplotlib.org/api/markers\_api.html

plt.scatter(x1, y1)

plt.scatter(x2, y2, marker='v', color='r')

plt.scatter(x2, y3, marker='^', color='m')

plt.title('Scatter Plot Example')

plt.show()

#Bubble chart

import plotly.express as px

df = px.data.iris()

fig = px.scatter(df, x="sepal\_width", y="sepal\_length",

        color="species",

        size='petal\_length',

        hover\_data=['petal\_width'])

fig.show()

#distribution chart

import seaborn as sns

penguins = sns.load\_dataset("penguins")

sns.displot(penguins, x="flipper\_length\_mm")

4.Perform all matrix operation using python (using numpy)

import numpy as np

a = np.array([1, 2, 3])   # Create a rank 1 array

print("type: " ,type(a))            # Prints "<class 'numpy.ndarray'>"

print("shape: " ,a.shape)            # Prints "(3,)"

print(a[0], a[1], a[2])   # Prints "1 2 3"

a[0] = 5                  # Change an element of the array

print(a)                  # Prints "[5, 2, 3]"

b = np.array([[1,2,3],[4,5,6]])    # Create a rank 2 array

print("\n shape of b:",b.shape)                     # Prints "(2, 3)"

print(b[0, 0], b[0, 1], b[1, 0])   # Prints "1 2 4"

a = np.zeros((3,3))   # Create an array of all zeros

print("All zeros matrix:\n  " ,a)              # Prints "[[ 0.  0.]

                      #          [ 0.  0.]]"

b = np.ones((1,2))    # Create an array of all ones

print("\nAll ones matrix:\n  " ,b)              # Prints "[[ 1.  1.]]"

d = np.eye(2)         # Create a 2x2 identity matrix

print("\n identity matrix: \n",d)              # Prints "[[ 1.  0.]

                      #          [ 0.  1.]]"

e = np.random.random((2,2))  # Create an array filled with random values

print("\n random matrix: \n",e)

5. Program to Perform SVD (Singular Value Decomposition) in Python

# Singular-value decomposition

from numpy import array

from scipy.linalg import svd

# define a matrix

A = array([[1, 2], [3, 4], [5, 6]])

print("A: \n%s" %A)

# SVD

U, s, VT = svd(A)

print("\nU: \n%s" %U)

print("\ns: \n %s" %s)

print("\nV^T: \n %s" %VT)

6. Program to implement k-NN classification using any standard dataset available in the public domain and find the accuracy of the algorithm.

import matplotlib.pyplot as plt

from sklearn.neighbors import KNeighborsClassifier

from sklearn.model\_selection import train\_test\_split

from sklearn.metrics import accuracy\_score

import pandas as pd

import numpy as np

from sklearn import tree

from sklearn.datasets import load\_iris

data = load\_iris()

df = pd.DataFrame(data.data, columns=data.feature\_names)

df['target'] = data.target

X\_train, X\_test, Y\_train, Y\_test = train\_test\_split(df[data.feature\_names], df['target'], random\_state=42,test\_size=0.1)

clf = KNeighborsClassifier(n\_neighbors = 5)

clf.fit(X\_train, Y\_train)

y\_pred=clf.predict(X\_test)

# comparing actual response values (y\_test) with predicted response values (y\_pred)

from sklearn import metrics

print("KNN model accuracy(in %):", metrics.accuracy\_score(Y\_test, y\_pred)\*100)

7.Program to implement Naive Bayes Algorithm using any standard dataset available in the public domain and find the accuracy of the algorithm

# load the iris dataset

from sklearn.datasets import load\_iris

iris = load\_iris()

# store the feature matrix (X) and response vector (y)

X = iris.data

y = iris.target

# splitting X and y into training and testing sets

from sklearn.model\_selection import train\_test\_split

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)

# training the model on training set

from sklearn.naive\_bayes import GaussianNB

gnb = GaussianNB()

gnb.fit(X\_train, y\_train)

# making predictions on the testing set

y\_pred = gnb.predict(X\_test)

# comparing actual response values (y\_test) with predicted response values (y\_pred)

from sklearn import metrics

print("Gaussian Naive Bayes model accuracy(in %):", metrics.accuracy\_score(y\_test, y\_pred)\*100)

8.Program to implement linear and multiple regression techniques using any standard dataset available in the public domain and evaluate its performance.

import numpy as np

from sklearn.linear\_model import LinearRegression

x = [[0, 1], [5, 1], [15, 2], [25, 5], [35, 11], [45, 15], [55, 34], [60, 35]]

y = [4, 5, 20, 14, 32, 22, 38, 43]

x, y = np.array(x), np.array(y)

print(x)

print(y)

model = LinearRegression().fit(x, y)

r\_sq = model.score(x, y)

print(f"coefficient of determination: {r\_sq}")

print(f"intercept: {model.intercept\_}")

print(f"coefficients: {model.coef\_}")

y\_pred = model.predict(x)

print(f"predicted response:\n{y\_pred}")

x\_new = np.arange(10).reshape((-1, 2))

print(x\_new)

y\_new = model.predict(x\_new)

y\_new

9.Program to implement decision trees using any standard dataset available in the public domain and find the accuracy of the algorithm.

import matplotlib.pyplot as plt

from sklearn.tree import DecisionTreeClassifier

from sklearn.model\_selection import train\_test\_split

from sklearn.metrics import accuracy\_score

import pandas as pd

import numpy as np

from sklearn import tree

from sklearn.datasets import load\_iris

data = load\_iris()

df = pd.DataFrame(data.data, columns=data.feature\_names)

df['target'] = data.target

X\_train, X\_test, Y\_train, Y\_test = train\_test\_split(df[data.feature\_names], df['target'], random\_state=42,test\_size=0.1)

clf = DecisionTreeClassifier(max\_depth=2,random\_state=42)

clf.fit(X\_train, Y\_train)

y\_pred=clf.predict(X\_test)

# comparing actual response values (y\_test) with predicted response values (y\_pred)

from sklearn import metrics

print("Decision tre model accuracy(in %):", metrics.accuracy\_score(Y\_test, y\_pred)\*100)

10. Program to implement k- means clustering technique using any standard dataset available in the public domain

from sklearn.cluster import KMeans

import pandas as pd

from sklearn.preprocessing import MinMaxScaler

from matplotlib import pyplot as plt

%matplotlib inline

df = pd.read\_csv("income.csv")

df.head()

scaler = MinMaxScaler()

scaler.fit(df[['Income($)']])

df['Income($)'] = scaler.transform(df[['Income($)']])

scaler.fit(df[['Age']])

df['Age'] = scaler.transform(df[['Age']])

plt.scatter(df.Age,df['Income($)'])

km = KMeans(n\_clusters=3)

y\_predicted = km.fit\_predict(df[['Age','Income($)']])

y\_predicted

df['cluster']=y\_predicted

df.head()

km.cluster\_centers\_

df1 = df[df.cluster==0]

df2 = df[df.cluster==1]

df3 = df[df.cluster==2]

plt.scatter(df1.Age,df1['Income($)'],color='green')

plt.scatter(df2.Age,df2['Income($)'],color='red')

plt.scatter(df3.Age,df3['Income($)'],color='black')

plt.scatter(km.cluster\_centers\_[:,0],km.cluster\_centers\_[:,1],color='purple',marker='\*',label='centroid')

plt.legend()

11. Program to implement simple web crawler using python

import requests

from bs4 import BeautifulSoup

import csv

URL = "[http://www.ajce.in](http://www.ajce.in/)"

r = requests.get(URL)

soup = BeautifulSoup(r.content, 'html5lib')

print(soup.prettify())

import requests

from bs4 import BeautifulSoup

import csv

URL = "[http://www.ajce.in](http://www.ajce.in/)"

r = requests.get(URL)

soup = BeautifulSoup(r.content, 'html5lib')

print(soup.prettify())

from bs4 import BeautifulSoup

import requests

pages\_crawler = []

def crawler(url):

    page = requests.get(url)

    soup = BeautifulSoup(page.text, 'html.parser')

    links = soup.find\_all('a')

    for link in links:

        if 'href' in link.attrs:

            if link['href'].startswith('/wiki') and ':' not in link['href']:

                if link['href'] not in pages\_crawler:

                    new\_link = f"[https://en.wikipedia.org](https://en.wikipedia.org/){link['href']}"

                    pages\_crawler.append(link['href'])

                    try:

                        with open('data.csv', 'a') as file:

                            file.write(f'{soup.title.text}; {soup.h1.text}; {link["href"]}\n')

                        crawler(new\_link)

                    except:

                        continue

crawler('[https://en.wikipedia.org](https://en.wikipedia.org/)')

12. Program to implement scrap of any website

import requests

from bs4 import BeautifulSoup

import csv

URL = "http://www.ajce.in"

r = requests.get(URL)

soup = BeautifulSoup(r.content, 'html5lib')

print(soup.prettify())

13. Program for Natural Language Processing which performs n- grams(Using inbuilt functions)

import nltk

from nltk.util import ngrams

text = "this is a very good book to study";

Ngrams = ngrams(sequence=nltk.wordpunct\_tokenize(text), n=3)

for grams in Ngrams:

 print(grams)

14. Program for Natural Language Processing which perform parts of speech tagging.

import nltk

from nltk.tag import DefaultTagger

exptagger = DefaultTagger('NN')

exptagger.tag\_sents([['Hi', ','], ['How', 'are', 'you', '?']])

import nltk

from nltk.tag import untag

untag([('Tutorials', 'NN'), ('Point', 'NN')])

import nltk

# import all the resources for Natural Language Processing with Python

nltk.download("book")

#Take a sentence and tokenize into words. Then apply a part-of-speech tagger.

sentence = """At eight o'clock on Thursday morning

Arthur didn't feel very good."""

tokens = nltk.word\_tokenize(sentence)

print(tokens)

tagged = nltk.pos\_tag(tokens)

print(tagged)

text ="learn php from guru99 and make study easy".split()

print("After Split:",text)

tokens\_tag = nltk.pos\_tag(text)

print("After Token:",tokens\_tag)